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Abstract 

This paper presents the design, implementation, and evaluation of a compact Java-based order processing 

module that demonstrates basic e-commerce concepts: product catalog, users, orders, order items, revenue 

computation, and a simple graphical visualization of order totals. The implementation follows an object-oriented 

approach, with clear separation of concerns between data models, business logic, and presentation. The paper 

includes a code walkthrough, sample dataset, runtime behavior, visualization details, and discussion of 

limitations and future improvements. The module can serve as an educational reference or a small component 

within a larger e-commerce system. 
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1. Introduction 

E-commerce systems require core functionality for representing products, managing users and orders, 

calculating revenues, and producing actionable summaries. Building small, illustrative modules helps students 

and developers understand these concepts before scaling to production-level systems. We present a compact 

Java program that implements product, user, order, and order item classes, plus console-driven analytics and a 

basic Swing-based bar chart visualization. 

The contribution of this paper is twofold: 

1. A clear, documented, pedagogical implementation of fundamental e-commerce functions in plain Java 

(no external frameworks). 

2. A short evaluation using an internal sample dataset together with suggestions for extension toward 

production readiness and research directions. 

2. Related Work 

Numerous textbooks and tutorials cover e-commerce back ends, database design, and web-based checkout 

flows. This work focuses instead on the minimal in-memory models and simple desktop visualization to support 

teaching and rapid prototyping. It complements web-focused tutorials by highlighting clean object-oriented 

modeling and simple analytics. 

3. System Architecture and Design 

3.1. High-level overview 

The program is organized into simple classes that map to domain entities: 

• Product — immutable product descriptor (id, name, price). 

• User — basic user identity (user ID, name). 

• Order Item — association between a Product and a quantity, with helper for item-level total price. 

• Order — collection of Order Items, with order ID, user ID, aggregation methods such as 

getOrderTotal(). 

• Bar Chart Panel — a Swing JPanel subclass that renders a bar chart of orders using Graphics2D. 
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• main2 — the driver class that constructs sample data, provides a console menu, and launches the 

visualization. 

This modular decomposition follows single-responsibility principles and keeps UI code separate from data 

modeling. 

3.2. Class responsibilities and interactions 

A UML-like summary (informal): 

• main2 192 creates Product [], User [], Order[] and wires Order Items into orders. 

• Order aggregates Order Items and exposes getOrderTotal() used by analytics and the BarChartPanel. 

• Bar Chart Panel queries orders and users to label bars with user names and order IDs. 

3.3. Data flow 

All data is kept in-memory using Array List containers. The console menu invokes analytics by iterating the 

orders list and computing sums or counts. 
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4. Implementation Details and Code Walkthrough 

This section explains the key implementation choices and critical methods. 

4.1. Product, User, Order Item, and Order classes 

• Product stores id, name, and price. Prices are double, which is sufficient for demonstration but not 

ideal for financial applications (see Section 6). 

• Order Item links a Product and a quantity. getItemTotal() returns product.getPrice() * quantity. 

• Order stores order ID, user ID, and a list of Order Item. getOrderTotal() sums item totals. 

Code is straightforward and readable, emphasizing clarity for teaching. 

4.2. Analytics implemented in main2 menu 

The console menu provides 5 analytics options: 

1. Total Revenue — sum of getOrderTotal() across all orders. 

2. Revenue per Product — map product name to total revenue accrued across orders. 

3. Quantity per Product — map product name to aggregated quantity sold. 

4. Order Totals Bar Chart — launches a Swing frame that displays a bar chart of each order’s total, labelled 

by order ID and user name. 

5. All Orders Summary — prints order ID, user name, and order total for each order. 

Implementation notes: - Java HashMap is used to accumulate per-product metrics. - The program uses Scanner 

for console input and a switch for menu handling. 

4.3. Visualization with Swing (BarChartPanel) 

The BarChartPanel extends JPanel and overrides paint Component(Graphics g). Key behavior: 
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• Computes maxTotal across the orders to scale bar heights. 

• Computes barWidth dynamically: chartWidth / orders.size(). 

• Draws axes and iterates orders drawing filled rectangles with labels: price, order ID, and user name. 

Limitations of the current visualization (elaborated in Section 6) include fixed colors, lack of axis 

ticks/gridlines, poor label placement for long names, and no dynamic resizing logic beyond a simple 

proportional height calculation. 

 

 

 

5. Sample Data and Execution 

The program builds a small sample dataset in main: 

• Products: Laptop (55,000), Shoes (1,999), Smartwatch (3,499), Bag (899). 

• Users: Arjun (101), Priya (102). 

• Orders: three orders mixing products and quantities. 

When launched, users can use the console menu to compute revenue metrics or open the graphical chart to 

inspect order totals. 

5.1. Example outputs 

• Total Revenue: computed as sum of order totals (e.g., Rs X — the actual numeric output is produced 

by running the program with provided data). 
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• Revenue per product: printed as ProductName: Rs amount. 

• Quantity per product: printed as ProductName: N units. 

The bar chart shows a bar per order with label Rs <amount>, O-<orderId>, and the user name under the bar 
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6. Discussion: Correctness, Limitations, and Production Considerations 

6.1. Correctness and edge cases 

 

• Zero and negative values: Code does not validate price or quantity. Negative prices or quantities 

could produce incorrect totals. Add validation in constructors or setters. 

• Floating point for currency: Using double for monetary values can introduce rounding errors. For 

production, prefer Big Decimal with an explicit currency context. 

• Concurrency: The in-memory Array List structures are not thread-safe. If multiple threads may 

modify orders, use concurrent collections or synchronization. 

6.2. Usability and UX 

• The console menu is synchronous and blocks while the Swing window is open. Consider separating UI 

threads (Swing runs on EDT) and ensuring non-blocking console I/O. 

• The chart lacks dynamic features (tooltips, axis labels, colors). Use a charting library (e.g., JFreeChart) 

for richer visualizations. 

6.3. Persistence and scaling 

• Data is ephemeral and lost on exit. For real systems, persist data to relational databases 

(MySQL/Postgres) or NoSQL stores. 

• The design must be extended for catalogs with hundreds/thousands of products and orders; use 

pagination, indexing, and queries rather than in-memory scans. 

6.4. Security and validation 

• Inputs from Scanner are not sanitized; validate user input to prevent crashes. 

• For web or distributed systems, authenticate users and sanitize fields before display. 

7. Extensions and Future Work 

We propose multiple directions for improvement and research: 

1. Monetary precision: Replace double with BigDecimal and implement currency-aware formatting. 

2. Persistent storage: Integrate a relational database with DAOs (Data Access Objects) and JDBC or 

JPA. 

3. Web front-end: Expose the module as RESTful APIs and build a web UI (React/Angular) for broader 

accessibility. 

4. Unit tests: Add JUnit tests covering corner cases: empty orders, zero quantities, invalid inputs. 

5. Advanced analytics: Add time-series revenue reports, top-k products, customer lifetime value 

estimation, and CSV/Excel export. 

6. Visualization libraries: Replace custom Swing drawing with JFreeChart or JavaFX charts (supporting 

tooltips and interactive zoom). 

7. Concurrency and microservices: Re-architect to allow concurrent processing and horizontal scaling. 

8. Conclusion 

This lightweight Java module demonstrates fundamental e-commerce building blocks: product modeling, order 

aggregation, revenue analytics, and a simple visualization. While intentionally simple for teaching and 

prototyping, it highlights practical considerations—currency handling, validation, persistence, and scalability—

that must be addressed for production systems. The code serves as a foundation for classroom exercises and 

further research. 
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